**Selenium Concepts**

Installing/configure selenium

* Install Java
* install Eclipse IDE
* download Selenium Java client driver
* download jar files
* Import Selenium jar files into eclipse
* Now selenium WebDriver's into Java Build Path

what is absolute path and relative path in xpath

import org.junit.Test;

import org.openqa.selenium.By;

import org.openqa.selenium.WebDriver;

import org.openqa.selenium.WebElement;

import org.openqa.selenium.chrome.ChromeDriver;

public class Paths

{

@Test

public void absolutePath() throws InterruptedException

{

System.setProperty("webdriver.chrome.driver", "E:\\Selenium\\chromedriver\_win32\\chromedriver.exe");

WebDriver driver = new ChromeDriver();

driver.get("E:\\Selenium\\absolute.html");

// Absolute Path starts from root path

WebElement link1 = driver.findElement(By.xpath("/html/body/li[@id='test']/a"));

// Relative Path starts from current path

WebElement link2 = driver.findElement(By.xpath(".//\*[@id='test']/a"));

driver.quit();

}

}

Limitations of Selenium:

1) selenium was limited to Firefox program just it implies whatever the activities we were performing in the Firefox program for those activities just our selenium IDE will set up the script on the off chance that we were playing out a few activities on IE or chrome or safari my selenium IDE wont record any script

2) we can't use conditional statements like if ,while, if else and for in selenium IDE.

Limitations of Web driver:

* Web driver supports Firefox and html (running the scripts in the invisible mode) unit driver only,
* if we want to run the script on any other browser in that cases we need to add some executable files related those browsers then only our script will execute
* it does not support and non web-based applications, it only supports web based applications.
* Its an open source tool so in case of any technical issues you need to rely on the selenium community forums to get your issue resolved.

PROS

* Selenium has no upfront, out-of-pocket costs. It is a free download and support is free too, although it is community-based.
* Selenium tests are, in principle, able to run under multiple browsers.
* Although Selenium has its own script language, you are not limited to writing in that language since it can work with language bindings to support whatever your developers/testers are comfortable with including C#, Java, JavaScript, PHP, Python and others.
* Selenium scripts are created by recording actions using the web application under test running in a browser. These scripts can be saved and re-run at any time. Selenium tests can be created manually through the use of web development tools such as Firebug also.
* Selenium does not restrict QA’s choice of reporting tools, build systems or any other aspect of their testing framework. It integrates well with popular tools such as Hudson, SauceLabs, Selenium-Grid, QMetry and others.
* It also supports web applications that implement part of their functionality within the browser using JavaScript and AJAX technologies.

Because of its many advantages, Selenium finds wide usage for UI, regression, unit and acceptance testing. Because of the rapid test development it enables, it is quite popular for quick-cycle development methodologies such as Agile or Extreme Programming. Selenium is also popular with IT staff who automate repetitive, web-based administrative tasks.

**Selenium Cons**

* Selenium is not a complete, comprehensive solution to fully automating the testing of web applications. It requires third-party frameworks, language bindings and so on to be truly effective.
* Despite its acceptance of other test script languages, it demands higher-level technical skills, such as programming, from QA team members.
* It has no test management facilities. Test scripts are saved as simple files without attributes. Organizing individual scripts in any fashion via a user interface requires a third-party tool or a custom application.
* Because native “Selenese” test scripts are not user-friendly in terms of readability, they are difficult to modify. Many testers simply resort to discarding the original scripts and recording them again, which can be time consuming.
* Selenium does not support test and result sharing in anything but a manual way.
* There is no support for running tests in parallel on a single computer.
* Selenium has technical issues with browsers other than Firefox. Furthermore, it does not support conditionals, loops and has trouble finding locators without the help of additional tools such as Firebug.

What are different ways of locating elements in selenium?

There many ways of locating elements are

* ID
* Name
* Xpath
* ClassName
* CSSselector
* LinkText
* Partial LinkText
* tagname

By ID:

import org.openqa.selenium.By;

import org.openqa.selenium.WebDriver;

import org.openqa.selenium.firefox.FirefoxDriver;

public class Id

{

public static void main (String args [])

{

WebDriver driver =new FirefoxDriver();

driver.get("http://www.bing.com");

driver.findElement(By.id("sb\_form\_q")).sendkeys(“sam”);

By ClassName:

driver.findElement(By.ClassName("b\_searchbox")).sendkeys(“laxmi”);

By CSS:

driver.findElement(By.CssSelector(“#sb\_from\_q”)).sendkeys(“ram”);

By Name:

driver.findElement(By.Name("q")).sendkeys(“kalyan”);

By Xpath:

driver.findElement(By.xpath(“input[@id='next']")).click();

Driver.quit();

}

}

which is fastest way to identify elements in web page?

|  |  |  |
| --- | --- | --- |
| ID | Xpath | CSS and Name |
| IDs are the fastest locator in all of the remaining locators and I should say that it can be always be your first choice | most flexible in order to build reliable web element locators | CSS is faster than XPath |
| IDs should be unique in every page | very slow locator (particularly in IE) since in order to locate the element it needs | whenever IDs are not available/ usable, usually @name can be used to identify elements |
|  |  |  |

***IDs are king!***

IDs are the safest locator option and should always be your first choice. By W3C standards, it should be unique in the page meaning you will never have a problem with finding more than one element matching the locator.

The ID is also independent of the element type and location in the tree and thus if the developer moves the element or changes its type WebDriver can still locate it.

IDs are often also used in the web page’s JavaScript so a developer will avoid changing an element’s ID to avoid having to change his JavaScript. That’s great for us testers!

If you have flexible developers or even an eye for the app source code you can always try and get extra IDs added into the code by buying them a beer on Friday evening, taking their sister on a date or just plain begging. However, sometimes adding IDs everywhere is impractical or not viable so we need to use CSS or Xpath locators.

***CSS and Xpath locators***

CSS and Xpath locators are conceptually very similar so I’ve put them together for this discussion.

These types of locators with combinations of tag name, descendant elements, CSS class or element attribute makes the matching pattern strict or loose, strict meaning that small HTML changes will invalidate it and lose meaning that it might match more than one HTML element.

When writing a CSS or Xpath locator it’s all about finding the balance between strict and loose; durable enough to work with HTML changes and strict enough to fail when the app fails.

what is desired capabilities in selenium web driver?

public java.lang.String getBrowserName()

* setBrowserName()

public void setBrowserName(java.lang.String browserName)

* getCapability Method

public java.lang.Object getCapability(java.lang.String capabilityName)

* getPlatform()

public Platform getPlatform()

* getVersion()

public java.lang.String getVersion()

* setVersion()

public void setVersion(java.lang.String version)

* getBrowserName()

how to save screen shots using selenium web driver?

public class Screenshoot

{

 @Test

public void TextseleniumS1()

{

   WebDriver driver=new FirefoxDriver();

        Screenshoot.captureScreenShot(driver);

 driver.manage().window().maximize();

driver.get("http://www.google.com");

      Screenshoot.captureScreenShot(driver);

  }

 public static void captureScreenShot(WebDriver ldriver)

{

 File src=((TakesScreenshot)ldriver).getScreenshotAs(OutputType.FILE);

 try

{

 FileUtils.copyFile(src,new File("C:/selenium/"+System.currentTimeMillis()+".png"));

} catch (IOException e)

{

  System.out.println(e.getMessage())

 }

  }

}

how to launch webpage using chrome driver?

**import** org.openqa.selenium.By;

**import** org.openqa.selenium.WebDriver;

**import** org.openqa.selenium.WebElement;

**import** org.openqa.selenium.chrome.ChromeDriver;

**public** **class** ChromeDriver

{

**public** **static** **void** main(String args[])

{

WebDriver driver;

System.setProperty("webdriver.chrome.driver", "C:/lib/chromedriver.exe");

driver = new ChromeDriver();

driver.get("http://google.com");

WebElement searchText = driver.findElement(By.name("kalyan"));

searchText.sendKeys("s");

driver.quit();

}

}

How to assign the value to textbox other than sendkeys method?

driver.get("http://www.bing.com");

WebElement cssValue= driver.findElement(By.xpath(".//\*[@id='s']"));

JavascriptExecutor jse = (JavascriptExecutor) driver;

jse.executeScript("document.getElementById('Sending').value=”names");

Difference between assert and verify?

Assert:

* When an "assert" command fails then test execution will be aborted.
* Assert is best used when the check value has to pass for the test to be able to continue to run. Like a log in.

Verify:

* When a "verify" command fails then test will continue executing and logging the failure.
* Verify is best used to check non critical things. Like the presence of a headline element.

Difference between driver.close() and driver.quit?

Close()- It is used to close the browser which is in current page

Quit()- It is used to shut down the web driver

public IWebDriver Driver;

[SetUp]

public void SetupTest()

{

Driver = WebDriverFactory.GetDriver();

}

[TearDown]

public void TearDown()

{

if (Driver != null)

Driver.Quit();

}

write code on how to use javascriptexecutor?

JavascriptExecutor js = (JavascriptExecutor)driver;

Js.executeScript("alert('happy')");

**How to handle Ajax call Using Selenium Webdriver**

The **biggest challenge in handling Ajax call is knowing the loading time for the web page.**Since the loading of the web page will last only for a fraction of seconds, it is difficult for the tester to test such application through automation tool. For that, Selenium Webdriver has to use the wait method on this Ajax Call.

So by executing this wait command, selenium will suspend the execution of current test case and wait for the expected or new value. When the new value or field appears, the suspended test cases will get executed by Selenium Webdriver.

Following are the wait methods that Selenium Webdriver can use

1. **Thread.Sleep()**

* Thread.Sleep () is not a wise choice as it suspends the current thread for the specified amount of time.
* In AJAX, you can never be sure about the exact wait time. So, your test will fail if the element won't show up within the wait time. Moreover, it increases the overhead because calling Thread.sleep(t) makes the current thread to be moved from the running queue to the waiting queue.
* After the time 't' reached, the current thread will move from the waiting queue to the ready queue, and then it takes some time to be picked by the CPU and be running.

1. **Implicit Wait()**

* This method tells webdriver to wait if the element is not available immediately, but this wait will be in place for the entire time the browser is open. So any search for the elements on the page could take the time the implicit wait is set for.

1. **Explicit Wait()**

* [Explicit wait](http://www.guru99.com/implicit-explicit-waits-selenium.html) is used to freeze the test execution till the time a particular condition is met or maximum time lapses.

1. **WebdriverWait**

* It can be used for any conditions. This can be achieved with WebDriverWait in combination with ExpectedCondition
* The best way to wait for an element dynamically is checking for the condition every second and continuing to the next command in the script as soon as the condition is met.

But the problem with all these waits is, you have to mention the time out unit. What if the element is still not present within the time? So there is one more wait called Fluent wait.

1. **Fluent Wait**

* This is an implementation of the Wait interface having its timeout and polling interval. Each FluentWait instance determines the maximum amount of time to wait for a condition, as well as the frequency with which to check the condition.

**Challenges in Handling Ajax Call in Selenium Webdriver**

* Using "pause" command for handling Ajax call is not completely reliable. Long pause time makes the test unacceptably slow and increases the testing time. Instead, "waitforcondition" will be more helpful in testing Ajax applications.
* It is difficult to assess the risk associated with particular Ajax applications
* Given full freedom to developers to modify Ajax application makes the testing process challenging
* Creating automated test request may be difficult for testing tools as such AJAX application often use different encoding or serialization technique to submit POST data.

**Why Do We Need Waits In Selenium?**

Most of the web applications are developed using Ajax and Javascript. When a page is loaded by the browser the elements which we want to interact with may load at different time intervals.

Not only it makes this difficult to identify the element but also if the element is not located it will throw an "**ElementNotVisibleException**" exception. Using Waits, we can resolve this problem.

Let's consider a scenario where we have to use both implicit and explicit waits in our test. Assume that implicit wait time is set to 20 seconds and explicit wait time is set to 10 seconds.

Suppose we are trying to find an element which has some **"ExpectedConditions** "(Explicit Wait), If the element is not located within the time frame defined by the Explicit wait(10 Seconds), It will use the time frame defined by implicit wait(20 seconds) before throwing an "**ElementNotVisibleException**".

**Selenium Web Driver Waits**

1. Implicit Wait
2. Explicit Wait

**Implicit Wait**

Selenium Web Driver has borrowed the idea of implicit waits from Watir.

The implicit wait will tell to the web driver to wait for certain amount of time before it throws a "No Such Element Exception". The default setting is 0. Once we set the time, web driver will wait for that time before throwing an exception.

In the below example we have declared an implicit wait with the time frame of 10 seconds. It means that if the element is not located on the web page within that time frame, it will throw an exception.

To declare implicit wait:

**Syntax**:

driver.manage().timeouts().implicitlyWait(TimeOut, TimeUnit.SECONDS);

### Explicit Wait

The explicit wait is used to tell the Web Driver to wait for certain conditions (**Expected Conditions**) or the maximum time exceeded before throwing an "**ElementNotVisibleException**" exception.

The explicit wait is an intelligent kind of wait, but it can be applied only for specified elements. Explicit wait gives better options than that of an implicit wait as it will wait for dynamically loaded Ajax elements.

Once we declare explicit wait we have to use "**ExpectedCondtions**" or we can configure how frequently we want to check the condition using **Fluent Wait**. These days while implementing we are using **Thread.Sleep()**generally it is not recommended to use

In the below example, we are creating reference wait for "**WebDriverWait**" class and instantiating using "**WebDriver**" reference, and we are giving a maximum time frame of 20 seconds.

**Syntax:**

WebDriverWait wait = new WebDriverWait(WebDriverRefrence,TimeOut);

10) Common exception in selenium

<https://seleniumhq.github.io/selenium/docs/api/py/common/selenium.common.exceptions.html>

11)How to assign the value to textbox other than sendkeys method?

**Why the hell do we need this?**

There are below possible reason that I could find, When we need any alternative to sendKeys.

1. When the Text element is disabled or locked, sendKeys can not set the value in text field.  
   **(in my opinion, this is not the correct way of Automation, because the element is locked or disabled by intend to not allow any text insertion)**
2. When we want to write huge text as input… that time the way WebDriver work, by sending Series of characters from String one by one, and Which is Very time consuming. so to minimize that time we can use this alternate method

So now we have above two problems with sendKeys ……

**Solution!!!**

The best alternative I found is JavaScript

**Way 1 to Execute Script**

|  |  |
| --- | --- |
| 1  2  3  4  5 | WebDriver driver = new FirefoxDriver();  driver.get("[http://www.google.com](http://www.google.com/)");  JavascriptExecutor myExecutor = ((JavascriptExecutor) driver);  myExecutor.executeScript("document.getElementsByName('q')[0].value='Kirtesh'", searchbox);  driver.quit(); |

in above example we have used javaScript to locate the Search Textbox and set the “Kirtesh” value in it.

lets look at another approach.

**Way 2**

|  |  |
| --- | --- |
| 1  2  3  4  5  6 | WebDriver driver = new FirefoxDriver();  driver.get("[http://www.google.com](http://www.google.com/)");  WebElement searchbox = driver.findElement(By.xpath("//input[@name='q']"));  JavascriptExecutor myExecutor = ((JavascriptExecutor) driver);  myExecutor.executeScript("arguments[0].value='Kirtesh';", searchbox);  driver.quit(); |

second example is very controlled approach, Here we are passing WebElement as a argument to the javaScript

There is still many more remained from **JavascriptExecutor** ……

**What is JavaScriptExecutor**

JavaScriptExecutor is an Interface that helps to execute JavaScript through Selenium Webdriver.

JavaScriptExecutor provides two methods "executescript" & "executeAsyncScript"

to run javascript on the selected window or current page.

[![Execute JavaScript based code using Selenium Webdriver](data:image/png;base64,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)](http://cdn.guru99.com/images/ccna/061516_1127_ExecuteJava1.png)

1. **executeAsyncScript**

With Asynchronous script, your page renders more quickly. Instead of forcing users to wait for a script to download before the page renders. This function will execute an asynchronous piece of JavaScript in the context of the currently selected frame or window in Selenium. The JS so executed is single-threaded with a various callback function which runs synchronously.

1. **executeScript**

This method executes JavaScript in the context of the currently selected frame or window in Selenium. The script used in this method runs in the body of an anonymous function (a function without a name). We can also pass complicated arguments to it.

The script can return values. Data types returned are

* Boolean
* Long
* String
* List
* WebElement.

The basic syntax for JavascriptExecutor is given below:

**Syntax:**

JavascriptExecutor js = (JavascriptExecutor) driver;

js.executeScript(Script,Arguments);

* Script – This is the JavaScript that needs to execute.
* Arguments – It is the arguments to the script. It's optional.

**write code to find out if all links are working or not**

<http://www.software-testing-tutorials-automation.com/2015/08/how-to-find-broken-linksimages-from.html>

http://toolsqa.com/selenium-webdriver/finding-broken-links-selenium-automation/

how to know if checkbox is checked or not in webpage

isChecked = e.findElement(By.tagName("input")).getAttribute("checked").equals("true");